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#### Abstract

B-spline surfaces, extracted from scanned sensor data, are usually required to represent objects in inspection, surveying technology, metrology and reverse engineering tasks. In order to express a large object with a satisfactory accuracy, multiple scans, which generally lead to overlapping patches, are always needed due to, inter-alia, practical limitations and accuracy of measurements, uncertainties in measurement devices, calibration problems as well as skills of the experimenter. In this paper, we propose an action sequence consisting of division and merging. While the former divides a B-spline surface into many patches with corresponding scanned data, the latter merges the scanned data and its overlapping B-spline surface patch. Firstly, all possible overlapping cases of two B-spline surfaces are enumerated and analyzed from a view of the locations of the projection points of four corners of one surface in the interior of its overlapping surface. Next, the general division and merging methods are developed to deal with all overlapping cases, and a simulated example is used to illustrate aforementioned detailed procedures. In the sequel, two scans obtained from a three-dimensional laser scanner are simulated to express a large house with B-spline surfaces. The simulation results show the efficiency and efficacy of the proposed method. In this whole process, storage space of data points is not increased with new obtained overlapping scans, and none of the overlapping points are discarded which increases the representation accuracy. We believe the proposed method has a number of potential applications in the representation and expression of large objects with three-dimensional laser scanner data.
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## 1. Introduction

The use of three-dimensional (3D) laser scanner measurements is indisputably one of the most convenient way of obtaining 3D point clouds of any objects with complex or unconventional shape. Undoubtedly, methods to accurately represent objects with point clouds have made tremendous impact on industrial and academic applications such as segmentation [1], expression [2], reconstruction [3], and classification [4]. However, point clouds

[^0]need large storage spaces resulting in a fact that they cannot clearly express the object shapes because of their limited numbers. As a solution, one can propose to extract planar surfaces from point clouds to express the objects precisely yet with less number of geometric parameters [5]. Even though planar surfaces work well in the representation of objects with multiple planes, they cannot be used to accurately express the objects having complex shapes.

Request for increased, and almost perfect, accuracy for representing objects with sharp features by using a small number of control points urges the use of B-spline surface that can be extracted from 3D point clouds [6,7]. Whereas B-spline surface can be simply extracted by using approximation or interpolation method for ordered or organized points [8-10], sequencing 3D point cloud becomes a difficult issue for unordered or unorganized points [11]. What is more, triangulation [12-14] has recently been an effective and necessary method to extract a B-spline surface from organized corner points of triangles. On the contrary, there are two
handicaps for the triangulation-extraction method. First, the triangulation process brings extra error sources into the final surface extraction. In other words, the extracted B-spline surface error consists of three types of components: measurement error itself, triangulation error and extraction error. Secondly, this method is more appropriate to express small objects that can be covered with a small number of scans. The reason is that even though the triangulation itself takes short time, it only can be done after finishing the whole scan. It is obvious that multiple scans are needed to express a large object or an environment, e.g. a city, which is not practical to implement the triangulation for such huge datasets. In order to show the representation result with the B-spline surface simultaneously while the scanning is going on, B-spline surface must be extracted after each new scan is obtained, and the new surface must be merged with the previous surfaces. Many methods have been developed to merge non-overlapping surfaces. Pungotra et al. [ 15,16 ] proposed a pre-calculated blending matrix to generate discrete points on a B-spline surface. The discrete point matrices from two surfaces are combined to form a single matrix that represents the final shape. Chen et al. [17] introduced a surface merging method by applying the distance function between the two B-spline surfaces with respect to the $L_{2}$ norm as the approximate error. For two overlapping range scans, their overlapping geometry $[18,19]$ is aligned by minimizing the distance of the corresponding scanned points of two scans to register these scans and the paired points are directly merged to update the triangle meshes. But it is quite difficult to guarantee that these paired points are discretely scanned from the exactly same location of an object. Marton et al. [20] proposed a fast surface reconstruction method by using incremental triangulation to remove the points of a new scan which are close to existing triangle faces. Zha et al. [21] reconstructed the 3D model by discarding a new triangle if it partially overlaps with some old ones. In summary, these aforementioned methods have roughly merged the close points, stored all the points, and discarded the overlapping points of a new scan while the newly obtained points overlap with previous obtained points. These operations probably lead to an incorrect merging result, large data storage problem, and information missing issue. However, B-spline surfaces with overlapping patches cannot be correctly merged with these methods especially without storing the previously obtained points, which is the main motivation of this paper. Comparing the previous methods, our proposed method can accurately merge and update the overlapping surface patches while no obtained informations are discarded and the storage space is not significantly increased.

This paper proposes a division and merging method for overlapping B-spline surfaces extracted from scanned data points. Our previous research [22] proposes a merging method by dealing with generated sample points of two surfaces. It has only analyzed two cases of two overlapping surfaces, in which at most one projection point of four corner points of one surface locates in the interior of the second surface. In this paper, as a further extension to our previous research paper, we consider all possible overlapping cases, and we propose a general division algorithm to deal with all possible cases of two overlapping surfaces. In our novel method, after a group of new scanned data points are available, they are firstly extracted as a B-spline surface. Afterwards, its overlapping surface, which was selected from the previously extracted surfaces, is found. Then, both surfaces are divided into overlapping patches and non-overlapping patches by projecting the generated sample points from the boundaries of one surface onto the other one. According to these separated patches of new surface, these scanned data points are divided into corresponding groups. The data points belonging to overlapping patch of new surface project onto overlapping patch of previous surface, and probabilistically merge with these projection points as a group of updated points
having the same size of original data points. By replacing the previous data points with these updated data points, a merged B-spline surface can be extracted. Comparing with the previous surface reconstruction techniques dealing with overlapping scans, probabilistic merging of a point and its projection point is more accurate than the simple merging of the close points of two scans. In addition, storage space does not increase when an overlapping scan is obtained, and none of the overlapping points are discarded in our proposed method.

The rest of this paper is organized as follows: In Section 2, extraction of B-spline surface from scanned data points is introduced, and overlapping cases of two surfaces are summarized. Then, the division and merging algorithm is presented in detail in Section 3. The validations of the proposed algorithm with the simulated scanning points are given in Section 4. Finally, some conclusions are drawn from this paper in Section 5.

## 2. Overlapping B-spline surfaces

### 2.1. Extraction of $B$-spline surface

Definition. A B-spline surface of the order $p \times q$ with a bidirectional net of control points $P_{i, j}(i=0, \ldots, n ; j=0, \ldots, m)$, two knot vectors $U, V$ and the product of the univariate $B$-spline basis functions $N_{i, p}(u) N_{j, q}(v)$ can be expressed as
$S(u, v)=\sum_{i=0}^{n} \sum_{j=0}^{m} N_{i, p}(u) N_{j, q}(v) P_{i, j}$.
Calculation of control points. Given a dataset $\left\{Q_{k, l}\right\} \quad(l=0, \ldots, N)$ with $N+1$ groups, and each group includes different number of raw data points. For the lth group, the least square approximation method is used to find the control points of the B-spline curve by minimizing the error between the raw sensor data and the extracted curve. This process is executed by fixing the parameter $l$ in following equation.
$\sum_{l=0}^{N} \sum_{k=0}^{M}\left|Q_{k, l}-S\left(\bar{u}_{k}, \bar{v}_{l}\right)\right|^{2}$.
The control points extracted from each group can be calculated as follows:
$T_{l}=\left(N_{\bar{u}}^{T} N_{\bar{u}}\right)^{-1} N_{\bar{u}}^{T} Q_{l}$
where
$N_{\bar{u}}=\left[\begin{array}{ccc}N_{0, p}\left(\bar{u}_{0}\right) & \cdots & N_{m, p}\left(\bar{u}_{0}\right) \\ \vdots & \ddots & \vdots \\ N_{0, p}\left(\bar{u}_{M}\right) & \cdots & N_{m, p}\left(\bar{u}_{M}\right)\end{array}\right]$
$T_{l}=\left[T_{0, l}, \ldots, T_{m, l}\right]^{T}, \quad Q_{l}=\left[Q_{0, l}, \ldots, Q_{M, l}\right]^{T}$.
By adding new knot in an initial knot vector [22,23], the number of control points for all these groups would be the same. To find the control points of the B-spline surface, the previously extracted control points of the curves can be rearranged as
$T=\left[\begin{array}{ccc}T_{0,0} & \cdots & T_{m, 0} \\ \vdots & \ddots & \vdots \\ T_{0, N} & \cdots & T_{m, N}\end{array}\right]$.
Finally, the control points of the B-spline surface are obtained by considering the arranged control points as raw data points.
$P_{:, i}=\left(N_{\bar{v}}^{T} N_{\bar{v}}\right)^{-1} N_{\bar{v}}^{T} T_{:, i}, \quad i=0, \ldots, m$


Fig. 1. An example of B-spline surface extraction: (a) Simulated sensor data; (b) Extracted B-spline curves with the control points; (c) Control points of the extracted B-spline surface; (d) Extracted B-spline surface. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
where $P_{:, i}$ is the $i$ th column of control points of the extracted $B$-spline surface with the dimension of $3 n \times 1$ in three dimensional space.
Derivation of covariance matrix. To express the uncertainty of the extracted surface, the covariance matrix $C_{P}$ of the control points is propagated from the covariance matrix $C_{Q}$ of the raw data points by using first-order Taylor expansion.
$C_{T_{l}}=\left[\left(N_{\bar{u}}^{T} N_{\bar{u}}\right)^{-1} N_{\bar{u}}^{T}\right] C_{Q_{l}}\left[\left(N_{\bar{u}}^{T} N_{\bar{u}}\right)^{-1} N_{\bar{u}}^{T}\right]^{T}$
$C_{P_{:, i}}=\left[\left(N_{\bar{v}}^{T} N_{\bar{v}}\right)^{-1} N_{\bar{v}}^{T}\right] C_{T_{:, i}}\left[\left(N_{\bar{v}}^{T} N_{\bar{v}}\right)^{-1} N_{\bar{v}}^{T}\right]^{T}$.
Based on the covariance matrix of the control points, the covariance matrix of the generated sample points from B-spline surface can be easily obtained by calculating the partial derivative of $S$ in (1) with respect to $\left\{P_{i, j}\right\}$. An example is used to explicitly show the details of the extraction process of a B-spline surface in Fig. 1. In Fig. 1(a), a set of 3D sensor data is simulated. In each vertical group of this dataset, a B-spline curve is extracted by minimizing the error between sensor data and the extracted curve. The extracted B-spline curves and their control points are shown in Fig. 1(b) with green curve and red square, respectively. By horizontally arranging the control points, new B-spline curves can be extracted by minimizing the error between the previous control points and the new curve. The control points of these new curves are the control points of the extracted B-spline surface, which are plotted in Fig. 1(c) with red squares. To have a better view, these control points are connected in vertical direction with green lines and in horizontal direction with blue lines. Based on these control points, a B-spline surface extracted from the simulated sensor data in Fig. 1(a) is shown in Fig. 1(d). By comparing Fig. 1(a) and Fig. 1(c), it can be seen that the number of control points of the extracted $B$-spline surface is much smaller than the number of sensor data. It means that a smaller storage space is needed to store the B-spline surface instead of the sensor data. This example validates that this surface extraction method is capable of extracting a B-spline surface from a dataset with multiple groups while the number of sensor data in each group is different.

### 2.2. Overlapping cases of two B-spline surfaces

In a surface reconstruction of a large object or environment, a large number of scans are needed. During this reconstruction process, assume that $N$ scans are obtained and the corresponding extracted B-spline surfaces are extracted from these scans. These B-spline surfaces are stored to represent the currently reconstructed part of the object without storing the point clouds because of its large storage space. In a following reconstruction step, new B-spline surfaces are extracted from the newly obtained $N+1$ th scan. Comparing with the previously stored B-spline surfaces, the point clouds of these new extracted surfaces are not discarded yet until obtaining the $N+2$ th scan. In the following presentation, a
standard B-spline surface is assumed having four corners which are connected with four continuous boundaries. In this section, the possible overlapping cases of one previously stored B-spline surface and one new extracted B-spline surface are listed from a view of the locations of the projection points for the four corners of one surface relative to the other one. Here we assumed that the overlapping patch of these two surfaces extracted from different scans is scanned from the same part of the object.

There are many possible overlapping cases for two B-spline surfaces if an overlapping surface patch exists. However, a B-spline surface has only four corners. And there are two location cases for each corner relative to the other overlapping surface, which are interior and exterior. In Fig. 2, these overlapping cases are illustrated from a view of the locations of the four corner points of a B-spline surface. To have a clear description, the surface keeping a same pose in all these six cases is defined as surface $\mathbf{A}$, and the other one having different poses in each case is defined as surface B. In all these cases, the locations of four corners of the surface B relative to the surface A are analyzed as follows:
(a) None of the four corners of surface $\mathbf{B}$ locate in the interior of surface $\mathbf{A}$. To merge the overlapping patch of two surfaces, surface $A$ needs to be divided into two patches, one overlapping patch and one non-overlapping patch.
(b) Although the locations of the four corners of surface $\mathbf{B}$ is similar to case (a), the surface $\mathbf{A}$ needs to be divided into three patches. This case is used to show that the division result of a B-spline surface may be different even with the same locations of the corners.
(c) One corner of the surface $\mathbf{B}$ locates in the interior of the surface A leading an additional division although two nonoverlapping patches are connected. If only one surface is extracted from these two patches, the extracted B-spline surface is not accurate because a corner point always leads a sharp division result.
(d) Two corners of the surface $\mathbf{B}$ locate in the interior of the surface A leading to sharp corners for the non-overlapping surface patch. In this example, surface $\mathbf{A}$ is divided into four patches.
(e) Only one corner of the surface $\mathbf{B}$ locates in the exterior of the surface $\mathbf{A}$. Surface $\mathbf{A}$ is divided into five patches which are plotted with different colors.
(f) All the corners of surface $\mathbf{B}$ locate in the interior of the surface A. Surface $\mathbf{A}$ is divided into four non-overlapping patches and one overlapping patch.
While even having the same locations of the four corners for each overlapping case in Fig. 2, more cases exist if the lengths of the boundaries of both these two surfaces are extended. It is very difficult to develop one division method for each case because a large number of cases need to be analyzed. However, by considering the locations of the projection points for the four corners of one surface relative to the other one, a general division method can be proposed to divide all these possible overlapping cases.

## 3. Division and merging algorithms

### 3.1. Surface division

Based on the above analysis, a general surface division algorithm is proposed in this section. An example of general overlapping case having two $B$-spline surfaces with complex shape in Fig. 3 is used to illuminate the pseudo-codes in Algorithm 1. In Fig. 3, the blue surface is considered as a surface extracted from previous scans (surface $\mathbf{A}$ ), and red surface is considered as a new surface (surface $\mathbf{B}$ ). It means that the raw sensor data for surface B are not discarded yet. First of all, the sample points of


Fig. 2. Overlapping cases of two B-spline surfaces. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 3. An example of general overlapping case.(For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 4. Projected boundary points locating in the interior of surface B.
the four boundaries of surface $\mathbf{A}$ are generated and projected on surface $\mathbf{B}$. The projection points of the four boundaries located on surface B are plotted with different types of points. To decrease the computation time for the projection process, the generated sample points from the boundaries have bigger interval than the inner part. In other words, the number of sample points from the boundaries is smaller than that from the interior.

According to the previous projection points located in the interior of the surface $\mathbf{B}$, a connective boundary point set can be constructed. During this construction, the sample points of surface $\mathbf{B}$ are added to the adjacent projection points by checking their knot values. The first and the last point of this point set must exactly locate on the boundaries of surface $\mathbf{B}$. Based on this

```
Algorithm 1: SurfaceDivision
    Input : two surfaces SurfA, SurfB.
    Output : Number of patch NumOfPatch, PatchSet.
    NumOfPatch \(=1\);
    ProjSet = \(\emptyset\);
    ||PointSetBorder is the generated sample points from the i-th
    boundary of surface \(B\);
    for PointSetBorder \(\in \operatorname{SurfB}\) do
        ProjPoint \(\leftarrow\) ProjSurf (SurfA, PointSetBorder);
        ProjSet.push(ProjPoint);
        \(N \longleftarrow\) InnerGroupNum(ProjPoint);
        NumOfPatch \(+=\mathrm{N}\);
    OverlapBorder = \(\emptyset\);
    PatchSet = \(\emptyset\);
    for ProjPoint \(\in\) projection points of ProjSet do
        if IsOnBorder (ProjPoint.begin()) and
        IsOnBorder (ProjPoint end()) then
            TempPatchSet \(\leftarrow\) NonOverlapFunc (ProjPoint);
            for TempPatch \(\in\) TempPatchSet do
                PatchSet.push(TempPatch);
    TempPatch \(\leftarrow\) OverlapFunc (ProjSet);
    PatchSet.push(TempPatch);
```

principle, all the boundary point sets of this general example are shown in Fig. 4. If the number of group of interior boundary sets are defined as $n$, the number of divided surface patches must be $n+1$, because each boundary point set located in the interior of surface $\mathbf{B}$ leads to a non-overlapping surface patch. By dealing with these interior boundary points, non-overlapping surface patches and overlapping surface patch are obtained by using the following algorithms.

### 3.1.1. Non-overlapping patch formation

In Algorithm 2, there are three cases for each group of projection points located in the interior of the goal surface. These cases are distinguished by checking the locations of the first point, defined as PA, and the last point, defined as PB, of each group. When these


Fig. 5. Three location cases for the first and the last point of an interior boundary point set relative to the boundaries of surface B. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
two points are located on the same boundary of a surface, the sample points of this boundary can be easily obtained. The new obtained group of boundary points and the group of projection points form the close-loop boundary points of a surface patch, and its interior points can be found by considering the knot value of these boundary points. In the case (a) of Fig. 5, PA and PB of the interior boundary points plotted with pink circles locate on a same boundary of surface B. By selecting the boundary points of surface B between PA and PB, the close-loop boundary points of this nonoverlapping surface patch is shown with red dots.

For the case of PA and PB of the projected boundary points are located on the two adjacent boundaries of a surface, the intersected

```
Algorithm 2: NonOverlapFunc
    Input : Projection points ProjPoint, sample points SampSetA of
            surface A.
    Output : Surface patches TempPatchSet.
    //PC, PD are the corner points of surface B;
    //TBA, TBB, TBC are a set of boundary points between two given
    points;
    //TIA is a set of points located in the interior of surface A;
    //TBP, TIP are two point sets storing all the boundary points of a
    non-overlapping surface patch;
    PA \(=\) ProjPoint.begin(); \(P B=\) ProjPoint.end ()\(;\)
    TempPatchSet \(=\emptyset\);
    if ISSameBorder \((P A, P B)\) then
        InnerSet \(\leftarrow\) GetInnerGroups(ProjPoint);
        for TempInner \(\in\) InnerSet do
            TBP \(\leftarrow\) GetBorderPoints(TempInner);
            TIP \(\leftarrow\) GetInsidePoints(TempInner);
            PatchPoints \(\leftarrow\) GetPatchPoints(TBP, TIP, SampleSetA);
            NewSurf \(\leftarrow\) SurfExt(PatchPoints);
            TempPatchSet.push(NewSurf);
        return;
    if IsAdjacentBorder (PA, PB) then
        \(P C \leftarrow\) FindCornerPoint (ProjPoint);
        TBA \(\leftarrow \operatorname{GetBorderPoints(PA,PC);~}\)
        \(T B B \leftarrow \operatorname{GetBorderPoints}(P C, P B)\);
        TBP \(\leftarrow\) CombineBorderPoints(TBA, TBB)
        TIP \(\leftarrow\) GetInsidePoints(ProjPoint);
    if IsOppositeBorder (PA, \(P B\) ) then
        (PC, PD) \(\leftarrow\) FindT woCorners(ProjPoint);
        \(T B A \leftarrow\) GetBorderPoints (PA, PD);
        \(T B B \leftarrow\) GetBorderPoints (PB, PC);
        TBC \(\leftarrow\) GetBorderPoints (PC, PD);
        TIA \(\leftarrow\) GetInsidePoints(ProjPoint);
        TBP \(\leftarrow\) CombineBorderPoints(TBA, TBC);
        TIP \(\leftarrow\) CombineBorderPoints(TBB, TIA);
    DataSet \(\leftarrow\) GetPatchPoints(TBP, TIP, SampSetA);
    NewSurf \(\leftarrow\) SurfExt(DataSet);
    TempPatchSet.push(NewSurf);
```



Fig. 6. Boundary points of the non-overlapping patches (red dot) and the overlapping patch (blue circle) for surface $\mathbf{B}$. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 7. Sample points of the non-overlapping patches (red dot) and the overlapping patch (blue point) for surface B. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
corner points, defined as PC, of these two boundaries should be found. In case (b) of Fig. 5, a group of interior boundary points plotted with black squares whose PA and PB are located on the two adjacent boundaries of surface $\mathbf{B}$. The intersection point $\mathbf{P C}$ of these two boundaries is one corner point of surface $\mathbf{B}$. To construct a close-loop boundary points for this non-overlapping surface patch, the generated boundary points of surface $\mathbf{B}$ between $\mathbf{P A}$ and $\mathbf{P C}$ and between PB and PC are selected and plotted with red dots.

If PA and PB of the projected boundary points are located on two opposite boundaries of a surface, two more corner points are needed to obtain the remaining boundary points of a nonoverlapping surface patch. In case (c) of Fig. 5, a group of interior boundary points are plotted with green stars, its PA and PB are located on the top boundary and the bottom boundary of surface $\mathbf{B}$, respectively. By checking the knot value of the green projected points located on the boundaries of surface B in Fig. 3, the two corner points on the left of surface $\mathbf{B}$ are selected, which are defined as $\mathbf{P C}$ and $\mathbf{P D}$ in following description. The sample points of the boundaries of surface $\mathbf{B}$ between the three pairs of points $[\mathbf{P B}, \mathbf{P C}]$, [PC, PD], and [PD, PA] are selected, and the constructed close-loop boundary points are plotted with red dots.

### 3.1.2. Overlapping patch formation

By using the above methods, the close-loop boundary points for all the non-overlapping surface patch of the example in Fig. 3 are shown in Fig. 6. In case (a), (b), and (c) of Fig. 5, the number of the boundary point sets is two, three, and four, respectively. If the number of the point sets of a non-overlapping surface patch is bigger than two, these points need to be rearranged and combined as two. Then, the sample points located in the interior these two point sets can be selected by checking the knot values of these boundary points. The selected sample points for all the non-overlapping surface patch are shown in Fig. 7. Based on these sample points, the corresponding B-spline surfaces can be extracted.

When the boundary points of all non-overlapping surface patches for surface $\mathbf{B}$ are obtained, the boundary points of the

```
Algorithm 3: OverlapFunc
    Input : All border points ProjSet, sample points of surface A
                        SampSetA.
    Output : Surface patch TempPatch.
    BorderSet = \(\emptyset\);
    //SP is the sample point with \(u=0\) or \(v=0\);
    //EP is the sample point with \(u=1\) or \(v=1\);
    //BO, BS are two point sets storing all the boundary points of an
    overlapping surface patch;
    for ProjPoint \(\in\) projection points of ProjSet do
        TempBor \(=\emptyset\);
        if IsAllInside(ProjPoint) then
            TempBor \(\leftarrow\) GetInsidePoints(ProjPoint);
        else
            InnerSet \(\leftarrow\) GetInnerGroups(ProjPoint);
            for temp \(\in\) InnerSet do
                if temp \(==\) InnerSet.begin () then
                    \(T A \leftarrow \operatorname{GetBorderPoints(SP,~temp.begin());~}\)
                    TempBor.connect(TA);
                    TIP \(\leftarrow\) GetInsidePoints(temp);
                    TempBor.connect(TIP);
                    \(P A=\) temp.end () ;
                    if temp \(==\) InnerSet.end () then
                    \(T B \leftarrow \operatorname{GetBorderPoints}(P A, E P)\);
                    else
                    \(P B=(\) temp +1\() \cdot \operatorname{begin}() ;\)
                    \(T B \leftarrow\) GetBorderPoints(PA, PB);
                TempBor.connect(TB);
        BorderSet.push(TempBor);
    \((B O, B S) \leftarrow\) CombineBorderSet(BorderSet);
    DataSet \(\leftarrow\) GetPatchPoints(BO, BS, SampSetA);
    TempPatch \(\leftarrow\) SurfExt(DataSet);
```

overlapping surface patch is selected by using Algorithm 3. If a whole group of projected boundary points are located in the interior of the goal surface, the selected sample points for this whole boundary can be easily obtained. If some partial points of this group are located onto the boundaries of the goal surface, the whole projected boundary points must be obtained by combining sample interior sample points and the sample points of the boundaries of this surface. In Fig. 3, the top boundary of overlapping surface patch for surface B includes two groups of interior sample points and three groups of sample points of the boundaries. The two groups of interior sample points have already obtained in the previous analysis of non-overlapping surface patches. The remaining three groups of points can be selected by considering the knot values between the end points of the interior point set. By repeating this process, the following three point sets of the boundaries of the overlapping surface patch are obtained. All the boundary points of this overlapping surface patch for surface B are shown in Fig. 6 with blue circles.

Similar to the non-overlapping surface patch, the boundary point sets of the overlapping surface patch are combined as two sets. The interior sample points are obtained by checking their knot values, which are shown in Fig. 7. Based on the sample points of this overlapping patch, the selected sensor data for this patch from the sensor data of surface $\mathbf{B}$ are shown in Fig. 8 with blue pentagram. To merge these selected sensor data with the overlapping patch of surface $\mathbf{A}$, generated sample points from the boundaries of surface $\mathbf{B}$ are projected onto surface $\mathbf{A}$ in Fig. 9.

### 3.1.3. Patch formation for surface $\boldsymbol{A}$

By repeating the previous process of Algorithm 1, the projected boundary points located in the interior of surface $\mathbf{A}$ are presented in Fig. 10. A different point from the previous process is that the projection points plotted with the pink circles and blue triangles


Fig. 8. Selected sensor data (blue pentagram) for the overlapping surface patch from all sensor data (red rhombus). (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 9. Projection of generated sample points from the boundaries of surface $\mathbf{B}$ onto surface $A$.


Fig. 10. Projected boundary points located in the interior of surface $\mathbf{A}$. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 11. Boundary points of the non-overlapping patches (blue dot) and the overlapping patch (red circle) for surface $\mathbf{A}$. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
have a common intersection point. This is because one projected corner point of surface $\mathbf{B}$ is located in the interior of surface $\mathbf{A}$. By using the Algorithm 2 and Algorithm 3, the boundary points of all the non-overlapping surface patches and the overlapping surface patch are obtained as in Fig. 11. It can be seen from the figure that the right-top surface patch is divided into two parts because of the projected corner point. In this division process, the common


Fig. 12. Sample points of the non-overlapping patches (blue dot) and the overlapping patch (red dot) for surface A. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
boundary points of these two patches are the connection points of the projected corner point and a boundary point which have the same knot value in $u$ or $v$ direction referring to knot vectors $U$ or $V$. To have a nice division result, the boundary point which has the smallest difference of the knot value with the projected corner point is selected. As can be seen from that figure, the sample point located on the top boundary of surface $\mathbf{A}$ is used to divide the non-overlapping surface patch instead of the right boundary, because the difference of the knot value between this point and the projected corner point is the smallest.

Based on these obtained close-loop boundary points of all the non-overlapping surface patches and the overlapping surface patches, the interior sample points for each patch are obtained as in Fig. 12. Then one B-spline surface can be extracted from these sample points for each non-overlapping patch. By comparing the points plotted with blue dot in Fig. 7 and the points plotted with red dot in Fig. 12, it can be seen that the selected points of the overlapping surface patch for both surface $\mathbf{A}$ and surface $\mathbf{B}$ construct an identical shape. It validates that the proposed surface division algorithms work well for dealing with the division of $B$-spline surface with complex shape.

### 3.2. Surface merging

To merge the selected sensor data (blue pentagram) of surface B in Fig. 8 and its overlapping surface patch of surface A, all these selected data points are projected onto the overlapping patch of surface $\mathbf{A}$. The projection process leads a projection point for each selected sensor data. Therefore, merging of two overlapping surface patches is the merging of the selected sensor data and their projection points. To have a more accurate merging result, these two points are probabilistically merged based on their covariance matrix. The covariance matrix of the projection point can be derived from the covariance matrix of the control points of surface A [22]. The merging is realized by using the product of Gaussian probability density functions as follows:
$\mu=\left(\Sigma_{s}^{-1}+\Sigma_{p}^{-1}\right)^{-1}\left(\Sigma_{s}^{-1} \mu_{s}+\Sigma_{p}^{-1} \mu_{p}\right)$
$\Sigma=\left(\Sigma_{s}^{-1}+\Sigma_{p}^{-1}\right)^{-1}$
where $\mu_{s}, \mu_{p}$ represent the coordinate value of a sensor point and a projection point, respectively, and $\Sigma_{s}, \Sigma_{P}$ represent the corresponding covariance matrix.

After obtaining the updated data, previous sensor data belonging to the overlapping surface are replaced with these updated data. In Fig. 13, all the updated sensor data are plotted with red squares and selected sample data of non-overlapping surface patches of surface $\mathbf{A}$ are plotted with blue dots. It can be seen that the number of sensor data are smaller than that of sample points.


Fig. 13. Updated sensor data (red square) and the sample points (blue dot) of the non-overlapping patches. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)


Fig. 14. All extracted surface patches from the updated sensor data and the sample data.


Fig. 15. A simulated house.
This leads small cracks between the extracted surface patches in Fig. 14. Some of these cracks can be stitched when they are overlapped with a B-spline surface extracted from a new obtained scan in a following step. For the remaining cracks, they can be stitched by merging its adjacent B-spline surfaces which are not overlapping with each other by using the methods of [15-17].

## 4. Simulation results

A simulated house is plotted in Fig. 15 to generate simulated sensor data. In the considered simulated environment, curved walls, windows, square columns and circular columns exist. Then, a 3D laser scanner including a vertical 2D laser scanner and a rotation motor is simulated to scan the simulated house at two different positions. Two 3D scans from the simulated house are shown in Fig. 16 in which analysis of 3D scan $\mathbf{A}$ are in the left column and that of 3D scan B are in the right column. In Fig. 16(a) and (b), the simulated raw sensor data with different heights for these two 3D scans are plotted with different colors. Before extracting surfaces from these two scans, 3D scans should be segmented as different groups.

The number of all the 2D scans of the two 3D scans are shown in Fig. 16(c) and (d). It can be seen from these figures that each 2D scan at most can be divided into two groups, because the measurement value of the laser scanner at the locations of


Fig. 16. Division of two simulated 3D scans and the correspondingly extracted B-spline surfaces. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
windows are zeros. It means that the surface cannot be connected because of these gaps. Continuous 2D scans having only one group of data in each scan are considered as one dataset, and continuous 2D scans having two groups of data are merged as two dataset. For every group of each dataset, its average measuring distance is calculated in Fig. 16(e) and (f), and it is divided into two sets if the difference of average measuring distance for two adjacent groups is beyond a limit value.

Based on these datasets, the extracted surfaces from these two 3D scans are shown in Fig. 16(g) and (h). Most of the surface patches have at least one short boundary where two adjacent corner points are very close. This happens because the obtained raw data points close to the simulated laser scanner have higher density and smaller interval than the points far away from the scanner. It can be seen from the figure that B-spline surfaces can accurately represent the simulated house even in the joining
part of two walls where sharp corners exist. There are many overlapping surface patches between these two sets of extracted B-spline surfaces. To show the division and merging process of 3D B-spline surfaces of these two simulated scans, one pair of surfaces from 3D Scan $\mathbf{A}$ and 3D Scan $\mathbf{B}$ is presented in Fig. 17. In Fig. 17(a), the boundary points of right blue surface defined as PBF are projected onto left red surface defined as PAF, both of which belong to the ceiling of simulated house. By using our proposed division algorithms, boundary points of separated surface patches for PAF and selected sample points for these patches are presented in Fig. 17(b) and (c), respectively.

To select the raw sensor data for the overlapping surface patch of PBF, boundary points of PAF are projected on PBF in Fig. 18(a). According to these projected points, surface PBF are divided into four patches, in which there are three non-overlapping surface patches because two corner points of surface PAF locate inside

(c) Generated sample points for the two divided patches.

Fig. 17. Division of first surface patch PAF of Scan A. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)

(a) Projection of the boundary points of B-spline surface patch PAF of scan A onto the surface patch PBF of scan B.

(b) Boundary points of three non-overlapping surface patches and one overlapping surface patch for PBF.

(c) Generated sample points for the four divided patches.

(d) The selected raw data points for the overlapping surface patch.

Fig. 18. Division of the first surface patch PBF of Scan B.

(a) Sample points of the non-overlapping surface patch for PAF, and the updated raw data points for PBF.

(b) Final merged B-spline surface patches extracted from the sample points and the updated raw data points.

Fig. 19. All data points and the merged B-spline surface patches of PAF and PBF.
of surface PBF. Then boundary points of all four surface patches are shown in Fig. 18(b), and the corresponding sample points are selected as in Fig. 18(c). Finally, the raw data points of the overlapping surface patch is selected in Fig. 18(d).

Based on the sample points of non-overlapping surface patch of PAF and the updated raw sensor data of PBF in Fig. 19(a), finally merged surface patches are shown in Fig. 19(b). It can be seen from the figures that the overlapping part between two patches are merged as one patch. By repeating this division and merging process for all the B-spline surfaces from two 3D scans, all the overlapping patches between any two surfaces are merged and shown in Fig. 20. All these surface patches can accurately express the 3D simulated house in which different colors represent with different heights. There are discontinuities between adjacent B-spline surface patches, which are created in the division process of the 3D scan. This is a limitation of our proposed method because it is quite difficult to represent a large object with one continuous $B$-spline surface.

## 5. Conclusions

In this paper, we propose a division and merging method to divide and merge the overlapping parts between a B-spline surface and a new obtained raw sensor data of a 3D scan. In the beginning, all the possible overlapping cases of two overlapping surfaces are listed from a view of the locations of the projection points


Fig. 20. All B-spline surface patches of 3D scan $\mathbf{A}$ and 3 D scan $\mathbf{B}$ after the process of division and merging. (For interpretation of the references to color in this figure legend, the reader is referred to the web version of this article.)
of four corner of one surface in the interior of its overlapping surface. Based on these analysis, the proposed method is illustrated with pseudo-codes and an example of two 2D B-spline surfaces having an overlapping patch. The detailed process of this example with final results show that the proposed method works well in merging the overlapping surface patch. To further validate proposed methods, two 3D scans obtained from a simulated house are separated into many groups, and a B-spline surface is extracted from each group. By merging the overlaps between any two surface from the two 3D scans, it has been shown that all the B-spline surface patches can accurately express the 3D simulated house without existing overlapping surface patch.
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