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Abstract—A large percentage of buildings in domestic or
special-purpose is expected to become increasingly "smarter"
in the future, due to the immense benefits in terms of en-
ergy saving, safety, flexibility, and comfort, that relevant new
technologies offer. As concerns hardware, software, or platform
level, however, no clearly dominant standards currently exist.
Such standards, would ideally, fulfill a number of important
desiderata, which are to be touched upon in this paper. Here,
we will present a prototype platform for supporting multiple
concurrent applications for smart buildings, which is utilizing an
advanced sensor network as well as a distributed microservices
architecture, centrally featuring the Jolie programming language.
The architecture and benefits of our system are discussed, as well
as a prototype containing a number of nodes and a user interface,
deployed in a real-world academic building environment. Our
results illustrate the promising nature of our approach, as well
as open avenues for future work towards its wider and larger
scale applicability.

I. Introduction

The Internet of Things (IoT), as per the ITU Recommenda-

tion ITU-T Y.2060 [2], has been defined as: "a global infrastruc-
ture for the information society, enabling advanced services by
interconnecting (physical and virtual) things based on existing
and evolving interoperable information and communication
technologies." Among physical objects, buildings are playing

a major role in this technological transition. Building function

either as human habitats, for example domestic buildings, or

for some specialized goals, for example storehouses, shops,

industrial buildings, or schools. In some cases they can have

both functions.
There are multiple aspects about the operations of modern-

day buildings that will lead to future automation and optimiza-

tion. It has been shown that the benefits of an improved energy

management through automation are indeed significant [32];

also, security of buildings, human-friendliness and adaptation

to preferences has a vast spectrum of improvement. Smart
buildings, as well as smart cities that are supposed to contain

them, are the target of much research today, and promise to

dramatically improve our lives increasing sustainability and

improving the environment.
Traditionally, most building automation systems were made

for specific applications and offered a few properties of

openness and flexibility. However, with the fast maturation

of a number of supporting technologies, the opportunity to

change this status quo is rapidly growing. First, cheap sensing

and perception technologies have become available for a wide

range of examples: covering not only physical properties of the

building and its spaces, such as temperature, light, and humidity,

but also providing information about the presence, number,

identities, activities, and even emotional states of the people

inside a building or in its surrounding spaces [17]. Second,

affordable and miniature microprocessor-based platforms have

become widespread and are easily inter-connectable to sensors,

which often have enough processing power to support per-

ception and machine vision; with multiple network transports,

even the necessary small battery power is readily available.

Third, networking technology for such platforms has developed

significantly, and nowadays it is easy to implement building-

wide networks, often with dynamic ad hoc topologies, which

also support on-the-fly introduction and replacement of new

nodes, while providing secure communications. Fourth, special

languages and middleware has been developed, in order to

support straightforward development of distributed systems

based around a number of paradigms, including microservices

[9], [16]

Given all these development, one can not only envision, but

can also start implementing and experimenting with the usage

of the IoT for providing generic smart building infrastructure,

which goes beyond the constraints of existing specialized

systems, and provides fluid support for diverse concurrent

applications, sharing the infrastructure, and operating through

microservices provided by the nodes. Furthermore, infrastruc-

ture such as the "Jolie Good Buildings" that we are going to

present here, promises strong scalability, reliability, and ease

of evolution as more powerful hardware becomes available,

and finally direct utilization of the immense power of external

services available on the Internet, as part of the distributed

applications running on the nodes.

In this paper, we will start by providing background on

relevant existing work. Then, we will present the overall

architecture of our system and will explain the requirements and

design choices we have made. Also we are going to present

results, discuss current and future steps, and finish with a

forward-looking conclusion. We hope that this work will help

create a future, in which not only resources are saved and the

environment is protected, but also human life will become less

stressful with enhanced efficiency and creativity.

II. Background

The IoT is an important component of current and future

human life. At the moment, the number of connected devices is

greater than the estimate of 22 billion [3], which is nearly three
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times greater than the number of Earth’s inhabitants. However,

the problem is that most devices are incompatible with each

other, and some of them are used for other purposes (not IoT).

Have you ever thought about what kind of information can

you get from a fitness tracker? Using the accelerometer and

gyroscope you can get information about if person is now

running or just walking, is he/she eating or swimming in the

pool. However, the most important part is the ability to work

with this information. On the basis of data from the heart rate

sensor, you can get a small feature on the state of human

health and, if required, suggest various treatments. Also, this

information is very useful in medicine, the physician can better

evaluate diseases based on previous data. For example, since

the disease first spotted, how often problems happened and so

on.

A. Smart Buildings and Cloud Computing
The IoT can be used in almost all spheres of human life.

In this paper, we will focus on Smart Buildings and Human-

Building interactions. There have been many different studies

on the topic, which uses different kinds of sensors, frameworks

and, sometimes, robots. The creation of a single and simple

platform that can communicate with all types of sensors and

robots is a very important step towards the development of

Smart Buildings. It should be noted that it is impossible to

use large computers for computing in each smart building. In

this regard, there is need for Cloud Computing (CC) where

computation is viewed as a "utility". In a similar sense, with

modern power and water networks, cloud users do not need

to own the means of production or distribution (i.e. power

generators, water sources and distribution networks): they just

need to connect with the cloud service and let the distant

distributed computations, storage, and code resources in a

transparent fashion (not knowing the whereabouts or the

specifics of them) to do all the job done with high reliability.
Of course, cloud computing also has some limitations. For

example, it is not effectively connected to the physical world

in the way that a situated robotic agent would be [18]. In this

regard, there is the problem of creating a service view of a

Human-Robot Cloud, in our case a Human-Sensor Cloud. A

further stage of development of the system for Smart Buildings

is to create a system of interaction between sensors and robots

in buildings and humans. Frameworks for human-machine

systems [19] are created and used as the basis for interaction

with robots, and provide easy and fast connection with new

devices instead of old ones. In fact, the connection and further

work with new devices strongly affects the level of performance.

Creating a platform for connection and operation of devices

of various types is necessary to build the right network.

B. Microservices
Microservices are very useful for the IoT. The Microservice

software architecture is an approach for service-oriented

development which popularity is increasing now because of

growing interest to parallel computations. Designed and built

for microservices architecture, Jolie programming language was
developed to work directly with a service-oriented paradigm,

which distinguishes it from other popular languages like C#,

Java, or Python. This means that the language contains features

that are unique to this approach, i.e. example representation

of building blocks. In object-oriented languages, there are

usually classes or functions; in Jolie building blocks are services

themselves.

The Jolie programming language [31], [4] was created to

maximize the use of the microservices architectural style. In

Jolie, microservices are first-class citizens: every microservice

can be reused, orchestrated, and aggregated with others [29].

This approach brings simplicity in components management,

reducing development and maintenance costs, and supporting

distributed deployments [10].

The development of Jolie followed a major formalization

effort on workflow and service composition languages, and

the EU Project SENSORIA [1] has successfully produced a

plethora of models for reasoning about composition of services

(e.g., [15], [22], [23]). On the mathematical side, the formal se-

mantics of Jolie [12], [11], [28] have been inspired by different

process calculi, such as CCS [26] and the π-calculus [27]. From

a practical point of view, however, Jolie is a descendant of

standards for Service-Oriented Computing such as, for example,

WS-BPEL [6]. With both theoretical and practical influences,

Jolie is a suitable candidate for the application of recent research

techniques, e.g., runtime adaptation [33], process-aware web

applications [30],or correctness-by-construction in concurrent

software [8].

III. Architecture

At this stage, the main goal is to create a small and simple

system, where major responsibility was taken by Jolie. The

system architecture scheme is shown on a Figure II.1. In order

to achieve the goal, the entire process was divided in three

steps.

A. Step 1: Connecting and configuring sensors

The first step was to connect and configure sensors and

Raspberri Pi through BLE. The main data that is tempera-

ture, humidity and luminosity was collected using CC2650

SensorTags, because they contain all necessary sensors, they

are compact and require low power consumption (just a coin

cell battery). Working with sensors are very similar to the

creation of sketches for Arduino: C code is written with the

necessary libraries for the SensorTag, sensors that are used

and ways of exchanging information with these sensors. In our

case, data was sent via BLE, as it is very comfortable to use

and configure. Also we used a door sensor from Aeon Labs,

which works on the Z-Wave protocol that was used to create a

monitoring system entrance/exit to the premises. To work with

this device, HomeOS [20] was used, which is written usinge

C# and has all necessary functionality to work with the devices

of this company in the protocol Z-Wave.
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Figure II.1. A scheme of devices and their connections

Figure III.1. A graph of the outdoor temperature. Axis of abscissae: Time of the day. Axis of ordinates: Celsius degrees

B. Step 2: Coding in Jolie to work with sensors
The next step was to write simple code to work with

sensors using Jolie. A major advantage of this approach is code

reusability and scalability. Our system will support different

types of sensors, because main logic of their connectivity and

data extraction is similar for most of them. Also, product

support becomes easier because of code reusability. The same

service can be used for several sensors. From this advantage we

receive some kind of bug avoidance. With reusable code it is

easier to determine a bug, if it will appear in several modules. A
third advantage that may be interesting for future collaborators

is simplicity. Jolie divides all system logic into small parts: we

have several services that are responsible for each sensor or each

action, the naming of each block is intuitively understandable,

so these language features increase code readability. In addition,

one more significant advantage is working with Java code in

Jolie. Thus, the part of the work with getting data from BLE

devices was written using Java programming language and was

divided into simple functions, e.g. connecting to devices and

data retrieval, which is called from Jolie. Thus, the code is

easy to read, clean, and ready for further work as a client for

other sensors.
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C. Step 3: Data Collection
The last step is data collection. From SensorTags, we read

data about room temperature, humidity, light and pressure.

Also we parsed outdoor temperature from the meteorological

data gathered through the Internet (Figure III.1). All of these

datasets were recorded in .csv format for later processing and

graphing in MATLAB (we used it for graphs inside this paper).

Data from Aeon Labs sensor is the number of openings and

closings of the door. Also we were monitoring incoming and

outgoing people using the webcam for accuracy check by

ourselves, which recorded in .csv and .jpg format respectively.

Also we developed a way to determine who is inside the room

by using the MiBand2 fitness-trackers. They were also sending

a BLE signal with mac address of device which our Raspberry

Pi was capturing as soon as the person came inside the room.

This is also how we determined the number of people inside

the room and also a person recognition by device mac address.
It is also worth to note that all codes were working on

Raspberry Pi, which has all necessary libraries and connections.

Despite its apparent simplicity, there were several issues at

work with devices. The first serious problem was the lack of

libraries for Java to work with BLE devices. But we found a

great and simple library for Intel Edison devices and used it.

The next issue was working with Z-Wave devices in HomeOS,

which periodically generated exceptions and did not connect

to the device. However, all these problems were solved, which

allowed us to come to the result, which will be described in

the next section.

IV. Results

We have developed a platform to work with the SensorTags

based on Jolie and Java programming languages. Despite

its small size, it obtained most of the data, with which we

were working. The ability to embed Java code allows to add

necessary segments and give more functionality and usability

to Jolie language. By the way, Jolie language is still developing

with a worldwide community. So, maybe ine day we won’t

need to embed a Java code in it.
At this stage, our goal was to build the prototype of device

that is working with sensors, understand how they work

and how to interact with them and get ideas for the further

development of the project. In order to analyze performances,

we have placed sensors in three rooms: the students’ rooms

in the dormitory and the laboratory of Innopolis University

(Russian Federation), in which we spend most time of the day.

It is worth noting that both rooms can be ventilated and fitted

with lights and heaters.
In the students’ rooms we set the Raspberry Pi with the

connected Bluetooth adapter and the SensorTag to obtain data

on the temperature. For tracking of location of the student in

the room, we used data from a fitness-tracker MiBand2, using

its mac address. Since the room is small we could accurately

determine when the student enters and when he/she leaves.

The collected dataset has been used to construct graps of

temperature, humidity, light and pressure (Figures IV.1, IV.2,
IV.3, IV.4) in the room, which will later be used to optimize

environment conditions (future development and researches).

Regarding humidity trend, the ideal value should be 40-50%

[5]. In our experiment humidity is always lower than 30%,

which causes discomfort and can lead to illness, and more in

general does not support students to perform at their best in

daily intellectual activities.

For the light sensor it is worth noticing that in the second

room values are never greater than 200 lux, while in first

room there is an average of 600 lux. The reason is that the

second room is located between two building and never receive

sufficient sunlight, while the first has an open view from a

luminous window.

For now, system is just collecting the data from sensors and

devices. What we are planning is to connect some household

appliances to our system and allow it to configure environment

automatically for users needs.

In the laboratory, we placed more devices and used multiple

platforms to work with them. This time SensorTag also sent

data about room temperature, humidity, light and pressure. Also,

we used a sensor of opening/closing doors and a web camera to

record those who entered/exited the room just to learn how to

transfer this data inside our system, without people recognition

for now. But web camera was equipped with OpenCV and

allowed to take photos of people that were in the lab, so we

collected a small dataset with photos of lab visitors. Using a

sensor on the door, we determined how many people were in

the room in each moment of time.

As noted earlier, for obtaining data on temperature, humidity

and light sensors, their metrics were saved to file which we

were using form graphs in MATLAB and which will use for

computations in future.

We used two programming language: Java and Jolie, which

were running on the Raspberry Pi. Work with other sensors

and a camera was assigned to HomeOS, which has all the

necessary functionality for working with the devices.

This completes the main work of the first stage. Plans for

further development of the project and data will be described

in the next section.

V. Future Steps

Despite of having solved many of the issues related to

obtaining data from the sensors and its further processing, in

order to get the targeted result there are further aspects that

need to be taken into consideration. First, we must configure

all SensorTags to work on the ZigBee protocol. Also we are

going to set up these sensors in a variety of classrooms at our

university, and there is a need to build a network or a protocol

for communication between devices and further processing

using the Jolie language. Second, we need to expand the

functionality of this to work with all the devices. In this case,

we will have to write the modules for BLE, ZigBee and Z-Wave

devices to continue to connect easily and share data between

smart devices. In addition, we want to rewrite the module for

working with the Aeon Labs sensors using Jolie language.

As we briefly mentioned before, we need to place all sensors

and the Raspberry Pi in the classrooms of our University and in
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Figure IV.1. Temperature in the rooms. Blue figure in first room and red in second. Axis of abscissae: Time of the day. Axis of ordinates: Celsius degrees

Figure IV.2. Humidity in the room. Axis of abscissae: Time of the day. Axis of ordinates: Percentage of Relative humidity (RH)

the students’ rooms and start collecting data. In the rooms of the

students, system will continue collecting data on temperature,

including the data on humidity and lighting as well, and we

are going to install a window-opening sensor that will allow

us to get better dataset to determine the preferred mode of

temperature, light and humidity in the room and drawing a

small daily schedule of a student. In the classrooms, we will

also install a small cameras to track the number of people in

the room and launch a small bot to Telegram messenger to

gather feedback from students in terms of comfort temperature

and humidity in the auditorium. Determining number of people
in a class is also a tricky task. Possible, we may use some of

the existing approaches, like OpenCV, etc.

In the lab, we will add a motion sensor and several relays

to control lights and power sockets in the room that will be

activated either automatically or manually through a central

control system. In the longer term, we also envision monitoring

outside areas, such as the building parking spaces [14],

outdoor and indoor vegetation [13], and also connecting with

social-driven recommendation systems to create customized

hospitality tours in large buildings [7].

Based on the obtained data, which will take about a month

to collect, we will built a prediction system for students and
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Figure IV.3. A graph of the data from light sensor in the rooms. Axis of abscissae: Time of the day. Axis of ordinates: Lux

employees, which will be checked by a simple small bot in

Telegram. Thus, we will improve our result in order to create

a small AI system that will be responsible for the control of

lighting, temperature, electricity and comfort level in the room.

This will lead to the creation of a unified platform, unified

control center, written in Jolie that will allow:

1) To develop a system based on microservices using Jolie,

2) To incorporate new devices according to one of three

protocols,

3) To track the preferences of students and staff in the

environment (Innopolis University),

4) To control the flow of electricity to the premises and, if

possible, to suggest ways to reduce costs,

5) Develop the idea of Human-Building Interaction and

technologies on campus and the entire city.

On the software engineering side, instead, all the develop-

ment process have to be streamlined and organized in a more

formal way, from requirements elicitation to deploy and testing.

Formal techniques will be here of major help [24], [25].

VI. Conclusions

In this paper we presented preliminary steps toward the

transformation of the Innopolis University building and students

dorms into an effective smart building. Tracking some key

environmental values emphasized the need for an optimization

to lead to both to energy save and improved living conditions.

In the future it is not impossible to imagine buildings capable to

adapt and self-configure depending on environmental conditions

and human needs, in the same way as modern software shows

the same flexibility [21].

Jolie demonstrated to be flexible and simple enough for

working with microservices and the Internet of Things: code

is easy to write, to deploy and devices are easy t connect. The

overall scenario looks promising to be repicated in several

projects related to smart homes and cities.

A large obstacle to the development is existence of a narrow

set of tools for the job, and limited documentation, that will

require specific attention on a case to case basis. However, the

Internet community and students of many European Universities

supported us in our enterprise. In the future, this work will

allow us to create a system of HBI that is easier to use and

more affordable.
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