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\begin{abstract}
The vehicle-based mobile mapping system (MMS) is effective for capturing dense 3D data of roads, roadside objects and buildings. Mobile mapping systems are a vehicle on which laser scanners, cameras, IMU and GPS navigation systems are mounted. When high-performance laser scanners are mounted on a MMS, hundreds of thousands of 3D coordinates are measured every second. High-density point-clouds of real world environments are useful for many fields, such as civil engineering, architecture, and infrastructure management. Many researchers have studied on the detection of roads, buildings, and roadside objects from MMS data [1–9]. Since discrete points are not convenient for many application systems, a triangulated irregular network (TIN) is often generated from point-clouds. TIN models are useful for rendering, detection of bumps and potholes on roads, object recognition, and so on. TIN models are a set of triangles that share common vertices. Since each triangle maintains connectivity with adjacent triangles and vertices, geometric properties such as gradient and curvature can be calculated using neighbor vertices.

When a MMS captures point-clouds in city-scale driving, the data volume is often more than a terabyte. A huge volume of MMS data leads to a serious problem in TIN generation. Since the data size of TIN models is twice or three times larger than that of point-clouds, it is not desirable to store both TIN models and point-clouds. If we can promptly generate TIN models while loading point-clouds, we do not have to store huge TIN models on a hard disk.

In this paper, we discuss efficient TIN generation methods for huge point-clouds. Our goal is to promptly generate TIN models from point-clouds without storing additional data. Even when only point-clouds are maintained on a hard disk, their data size is still large for storing and loading. Therefore, we also discuss compression methods for point-clouds captured by MMSs. To reduce loading time, simple and fast decompression schemes are strongly required as well as high compression rates.

In the following sections, we discuss the characteristics of point-clouds captured by typical laser scanners. In Section 3, we propose a TIN generation method for the line-by-line type of laser scanners. In Section 4, we also propose a different TIN generation method for the spiral type of laser scanners. In Section 5, we propose a compression method that is suitable for point-clouds captured by MMSs. In Section 6, we show the experimental results for our methods. Finally, we conclude our research in Section 7.

\end{abstract}
2. Types of laser scanners on MMS

2.1. Laser scanners on MMS

Fig. 1 shows an example of MMSs. In this MMS, laser scanners, CCD cameras, GPSs, and an IMU are mounted on the roof of a vehicle. These devices are synchronized, and their outputs have common time stamps. GPSs and an IMU are used to identify positions and attitudes of the vehicle based on the global coordinate system. Laser scanners capture 3D coordinates on the scanner-centered coordinate system. Since the relative positions of laser scanners are known with respect to the vehicle, local coordinates of points can be converted into global coordinates. Digital images from CCD cameras are used to add colors to point-clouds.

Laser scanners capture a wide range of point-clouds by changing the direction of laser beams. We can classify laser scanners into two types according to scanning angles. One type of scanner emits laser beams in limited ranges line-by-line, while the other type of scanner continuously emits laser beams in a spiral manner with a 360-degree rotation. In this paper, we call these two types of scanners the line-by-line type and the spiral type. While the line-by-line type is typically much lower in cost than the spiral type, the spiral type can output a higher resolution of point-clouds. The users of MMSs typically select one or the both types based on budgets, objects to be measured, and requirements on the resolution and accuracy.

In our experiments, we used two different laser scanners mounted on MMSs. Table 1 shows their specifications. SICK LMS 291 is the line-by-line type, which emits laser beams within 180 degrees. RIEGL VQ-250 is the spiral type, which emits laser beams continuously. The both scanners are widely used by survey companies in Japan.

Points captured by a MMS are stored in files in the order of measurement. Each point has a 3D coordinate, GPS time, and intensity values. GPS time indicates the time when points are measured. RGB colors may be optionally added in post-processing phases by projecting point-clouds on calibrated digital images.

2.2. Line-by-line type of scanners

The line-by-line laser scanner captures point-clouds in limited angles, as shown in Fig. 2(a). In this type of scanner, point-clouds are separated into scan lines within the specified angle, as shown in Fig. 2(b). When point-clouds are captured using the line-by-line laser scanner, they can be sequentially processed line by line.

2.3. Spiral type of scanners

The other type of laser scanner captures point-clouds in a spiral manner within 360 degrees, as shown in Fig. 3. Since a MMS moves forwards while laser beams are rotating, the trajectory of laser beams is like a spiral. This type of scanner outputs a sequence of points that have no explicit boundaries of scan lines.

3. TIN generation for line-by-line laser scanners

Since general-purpose TIN generation is not very efficient for huge point-clouds, we consider new methods that utilize the characteristics of point-clouds captured by MMSs. First, we consider point-clouds captured by the line-by-line laser scanner. Point-clouds from this type of laser scanner can be quickly triangulated by creating triangles between scan lines.

Since points are stored in the order of measurement, scan lines can be generated by connecting points sequentially. Fig. 4 shows two scan lines: L1 and L2. In our algorithm, a point is selected from L1, and the nearest point in L2 is then searched. When the distance of the nearest point is smaller than threshold d, an edge is generated between two points. Once an edge is generated, the next nearest point is searched for only within the next n points in L2 to improve efficiency. In this paper, we set the value of n to 5. The threshold value d is determined depending on the speed s (m/s) of a vehicle and the rotation speed f (Hz) of a laser scanner. Since we can estimate the interval of scan lines as s/f, we specify the threshold value d as ks/f, where k is a constant value. In our experiments, we set the value of k to 1.2.

Then, polygons are subdivided into triangles. An example of generated TIN models is shown in Fig. 5. The left figure is a wireframe of a road surface, and the right figure is a rendered image. Points on scan lines are not ordered at equal distances when laser beams are not returned because of a certain reason, such as potholes on roads. As shown in circles Fig. 5, our method can correctly generate triangles even when some points are missing on scan lines.

Fig. 6 shows TIN models generated using line-by-line triangulation. The point-cloud was captured with SICK LMS 291 with 37.5 Hz. We set the parameter s to 11.1 m/s, which is the typical legal speed in Japan. In this example, 9.8 thousand irregular points were detected and repaired. Since our method searches only local neighbors, TIN models can be very efficiently generated.

4. TIN generation for the spiral type of laser scanner

4.1. Rotation frequency and GPS time

Since point-clouds captured by spiral-type laser scanners do not have explicit scan line boundaries, line-by-line triangulation is not
We introduce a different triangulation method for spiral-type laser scanners. We describe sequential points as $\{P_i\}$ ($i = 1, \ldots, n$), where $p_i = (x_i, y_i, z_i, t_i)$ is a coordinate, and $t_i$ is GPS time.

Since spiral-type laser scanners tend to output huge point-clouds, quickly generating millions of triangles is necessary. Scan lines are also generated by connecting points in the temporal order, as shown in Fig. 7. In this paper, the distance between points on a scan line is described as a pitch, and the distance between adjacent scan-lines as an interval. To generate a triangle using points $p_i$ and $p_{i+1}$ in Fig. 7, the third vertex of the triangle has to be detected in the adjacent scan line. If disconnected neighbor points can be quickly detected, TIN models can be efficiently generated. Therefore we consider restricting search areas based on the cycle of laser beams.
Laser beams from a laser scanner rotate within 360 degrees in a cycle of the constant frequency $f$ Hz, which is given as the specification of laser scanners. Then disconnected neighbors are expected to be found around $1/f$ second later. We denote $1/f$ as $T$.

We verified the accuracy of the frequency using point-clouds captured with 100 Hz ($T = 1/100$ s). Fig. 8 shows that the frequency can be a good marker to restrict the search ranges of the nearest points. In this figure, points are sequentially connected with lines, and the colors of the lines are changed to green or magenta every $T$ second. Circles show where colors are changed. Since each circle position is close to the nearest points of the previous circle, the search range for the nearest point can be restricted based on the GPS time and the rotation frequency.

Even when the frequency of a laser scanner is unknown, it can be estimated by detecting the nearest points. We calculated differences of GPS time between each point and its nearest disconnected point, and estimated rotation frequencies as the mode values. We evaluated 100 point-clouds. Then errors of rotational frequency were less than 0.2% in all cases.

4.2. TIN generation algorithm for spiral-type laser scanners

Fig. 9 shows the process of our TIN generation algorithm. We explain our algorithm using a point-cloud in Fig. 9(a). First, points are connected in the temporal order when pitches are less than threshold $d_{\text{pitch}}$. Then scan lines are generated, as shown in Fig. 9(b).
The nearest neighbor of each point is searched in the adjacent scan line. In our method, the candidates of the nearest point are selected using the rotation frequency. For each point \( p_i \), a point in \( T \) second later is selected using the following formula. We denote the selected point as \( p_j \).

\[
\arg\min_j \left| \left( t_i + T \right) - t_j \right| \quad (j > i)
\] (1)

The candidate points are selected from neighbor points of \( p_j \). We define the candidates as \( \{ p_k \} \ (j - w \leq k \leq j + w) \), where \( w \) is the size of search ranges. The value of \( w \) is determined based on the accuracy of rotational frequency. In this paper, we set the value of \( w \) to 5.

Then the nearest point of each point is selected from the candidates and connected by an edge, as shown in Fig. 9(c). We generate polygonal faces by traversing edges, and finally, we subdivide polygonal faces into triangles using the Delaunay triangulation, as shown in Fig. 9(d).

When scan lines include outliers, irregular scan lines may be generated. Scan lines are intersecting in the left of Fig. 10(a), and a scan line turns back in the right figure. In such cases, our method produces reversed and overlapping triangles, as shown in Fig. 10(b). We repair such cases by locally applying the Taubin operator, which is a well-known smoothing operator for TIN models [17]. The Taubin operator is a low-pass filter that selectively smoothens sharp vertices. We apply the Taubin operator only to points that are shared by triangle faces with opposite normal vectors. Fig. 10(c) shows triangles repaired using the Taubin operator. In this figure, modified points are shown in circles. Since our method only moves a small number of irregular points, it can repair distorted triangles very quickly.

Fig. 10 shows a TIN model generated from 2.7 million points. This TIN model consists of 5.0 million triangles. The computation time for triangulation was 5.0 s, while loading time was 7.6 s. Since point density is very high, dense triangles are generated. Fig. 12 shows a TIN model of roadside objects. The result shows that that our method can convert dense point-clouds into TIN models without down sampling.

Although the computation time of triangulation was faster than the file loading time, triangulation of large point-clouds is time-consuming. Therefore, we improve efficiency by introducing adaptive triangulation.

### 4.3. Adaptive TIN generation

In the case of most spiral-type laser scanners, the lengths of scan-line intervals are much larger than the lengths of spacing.
as shown in Fig. 13(a). When all points in scan lines are used for triangulation, a lot of thin triangles are generated, as shown in Fig. 13(b). An unnecessarily large number of thin triangles cause distorted rendering and long computation time.

To avoid thin triangles and improve performance, we introduce adaptive triangulation that adaptively eliminates points on scan lines.

We explain our algorithm using Fig. 14. We suppose that the start point of triangulation is $p_i$ on the scan line 1. Then the nearest point is searched from points on the adjacent scan-line 2 using the method described in Section 4.2. We denote the nearest point of $p_i$ as $q_i$ and the distance between $p_i$ and $q_i$ as $d$.

Then the distance $q \cdot d$ is calculated. We define $q$ as the quality parameter, which is determined by the user to control the density of triangles. Points on each scan line are reduced so that the distances between adjacent points become approximately $q \cdot d$. In Fig. 14, $p_j$ and $p_k$ are selected on scan line 1, and $q_j$ and $q_k$ are selected on scan line 2.

The nearest points are searched from the reduced points, as shown by arrows in Fig. 14. Finally, polygonal faces are subdivided into triangles by adding dashed lines.

The distance $d$ is calculated each time when two continuous scan-lines are processed. In our method, points on each scan line are reduced once. In Fig. 14, if the next scan-line 3 is processed,
5. Compression of point-clouds captured by MMS

5.1. Coherency in point sequences

Even when TIN models can be promptly reconstructed from point-clouds, the data sizes of point-clouds are still too large for storing and loading. It is desirable that the data size of a huge point-cloud is reduced and the loading time is shortened.

A variety of compression methods have been proposed for TIN models [18–23]. Although these methods achieve excellent compression rates, they need a lot of computation time to decode large compressed data. To promptly generate TIN models from compressed data, to promptly generate TIN models from compressed data, the data sizes of point-clouds are still too large for storing and loading. It is desirable that the data size of a huge point-cloud is reduced and the loading time is shortened.

In our compression scheme, we suppose that most points are connected in the temporal order when pitches are less than the threshold $d_{\text{pitch}}$, and each connected scan line is separately encoded. Suppose that a scan line is represented as $\{p_i\}$ ($1 \leq i \leq s$). Then these points can be compactly represented using $p_i$, $p_{i-1}$, and $\{d_k\}$ ($1 \leq k \leq s$), where $d_k = (\delta x_k, \delta y_k, \delta z_k)$.

We encode the second order difference of coordinate $(\delta x_k, \delta y_k, \delta z_k)$ using multiples of $M$ bits, as shown in Fig. 16. The $M$th bit indicates whether there are following bits. Signs of positive or negative are also represented by a string of bits for each scan line. We used $M = 4$ in our experiments, because the compression ratio was the highest at this setting. We encode each scan line separately. When a sequence of points in a scan line terminates, the delimiter bits $[0, 0, 0, 1]$ is described in a file to indicate the end of a scan line.

As shown in Table 1, most second-order differences of GPS times are 0, 1, or −1. This is because points are sampled at the equal time interval. Other values are generated only when laser beams are not returned and points are missing. The values 1 and –1 are caused because of round-off errors of GPS time. In our evaluation using 50 million points, 94.6% of $\Delta t$ were 0, 1, or –1. Based on these observations, we encode $\Delta t$ using 2 bits, as shown in Table 3. When the code is ‘10’ (others), the value of $\Delta t$ is written following the 2-bit code using the number of bits in which the maximum signed-integer can be represented.

6. Experimental results

6.1. Performance evaluation for line-by-line TIN generation

We evaluated the line-by-line triangulation using point-clouds captured by SICK LMS 291 with the 180-degree scanning angle.
Point-clouds in our experiments were captured for a highway and a residential area in Japan. We measured CPU times to generate TIN models. Since loading time strongly depends on storages, we measured the processing time after points were loaded on RAM. We used a PC with 3 GHz Intel Core i7 CPU and 12 GB RAM.

We compared our method to one of the best 2D Delaunay triangulation codes, which was developed by Shewchuk [24,25]. When we applied 2D Delaunay triangulation to point-clouds, we projected all points on the $x$–$y$ plane.

Table 4 shows the processing time of line-by-line TIN generation. The result in Table 4 shows that our method was 3.9 times faster than Delaunay triangulation. This experimental result indicates that our TIN generation scheme is very efficient for practical MMS data.

6.2. Performance evaluation of TIN generation for the spiral-type laser scanner

We evaluated TIN generation for spiral-type laser scanners. We used point-clouds captured by RIEGL VQ 250 with the 360-degree scanning angle. Since Delaunay triangulation is very time-consuming for huge point-clouds, we did not compare our method to Delaunay triangulation. Streaming Delaunay triangulation [26] is known for the triangulation of huge point-clouds, but this method is not suitable for promptly triangulating point-clouds because it is designed for out-of-core processing and loads files twice for triangulation.

Our algorithm consists of the nearest point search based on GPS time and the triangle generation. We measured CPU time for these two processes. Table 5 shows the computation results. In these examples, TIN models were generated without reducing points. The result shows that our method could generate very large TIN models in a reasonable time.

6.3. Performance evaluation of adaptive TIN generation

We also evaluated the timing of adaptive TIN generation by setting the quality parameter to 1. Since adaptive triangulation significantly reduced the number of triangles, it was able to triangulate very large point-cloud files in a very short time. The results are shown in Table 6.
6.4. Quality and performance of adaptive TIN generation

In adaptive triangulation, the quality of TIN models is controlled by the quality parameter $q$. We evaluated trade-offs between the quality and the performance using different quality parameters. Fig. 17 shows rendering results of TIN models. In this figure, the resolutions of TIN models are degraded when large quality parameters are specified. We estimated the resolution of each TIN model by calculating the average pitches of reduced points on the road surface. While the average pitch is 1.4 cm in the case of $q = 0.2$, it is 5.8 cm in the case of $q = 0.8$. The larger the pitch is, the more degraded the TIN model is. In Fig. 17, grooves on the wall and a thin pole are shown in circles. They are gradually vanishing when the quality parameter is larger and therefore the average pitch is larger.

Table 7 shows CPU time when the different quality parameters are used. This result shows that the performance is related to the number of triangles and there is a trade-off between the quality and the performance of TIN generation.

6.5. Compression ratios

We applied our compression method to practical MMS data. We compared data sizes with ASCII data and binary files. Original values are represented using double precision, but they can be simply reduced to single precision values by calculating the differences from a reference point. In this evaluation, we suppose that each point is represented using 4 single precision values in a binary file. In the ASCII format, each point $\langle x_i, y_i, z_i, t_i \rangle$ is represented using 44 characters including delimiters, as shown in Fig. 15.

In our experimental data, point-clouds are separately stored in files every 300,000 points. We applied our compression method to 200 files and evaluated the average, the best, and the worst data sizes. In this experiment, we set the value of $d_{\text{pitch}}$ to 0.3 m. The result is shown in Table 8. Our experimental result shows that our compressed data were much smaller than the binary files.

7. Conclusions

In this paper, we introduced efficient TIN generation methods for point-clouds captured by MMSs. We proposed two methods according to types of laser scanners; namely, the line-by-line method, and the GPS-time based method. We also proposed adaptive triangulation to reduce thin triangles and improve efficiency. Our experimental results show that our methods can very quickly generate TIN models. We also introduced a compressed representation for point-clouds. Since points tend to be placed on nearly straight lines, their data size can be significantly reduced by coding second order differences. In our experiments, our method significantly reduced the data sizes of point-clouds.

For future work, we would like to develop TIN generation for overlapping scan lines, because our methods generates distorted TIN models when the scan lines are overlapping. We would also like to investigate a trade-off between quality and performance in more detail and estimate adequate quality parameters.
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